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An efficient fine-grained encryption-based access control scheme for documents 

stored in the public cloud network proposed by Mohamed et al. utilizes more computa-
tional and storage complexities. Although, Mohamed et al.’s broadcast key management 
scheme communicates group key securely, it consumes massive computational and stor-
age resources for frequently changing the group key. In order to avoid these problems, 
we have proposed a new broadcast group key management scheme that takes reduced 
computational resources by performing minimal cryptographic operations in the data 
owner and cloud user’s to update and recover the group key using a matrix called access 
control vector. The computation complexity of the data owner is reduced by performing 
simple arithmetic operations for updating the group key. Moreover, the computational 
complexity of the cloud user is also minimized by performing only one addition and two 
subtraction operations whenever there is a change in the group or access control policy. 
In addition, the proposed scheme also minimizes the storage complexity of cloud users, 
but maintains the same communication complexity as that of Mohamed et al.’s scheme. 
The performance results show that the proposed scheme is computationally efficient in 
the data owner and the cloud users.     
 
Keywords: access controls, cryptographic controls, data encryption, data sharing, com-
putation time 
 
 

1. INTRODUCTION 
 

Many organizations use XML as an important markup language for information 
distribution and data sharing among various user communities. In such a scenario, the 
organization would place a large amount of documents to be shared among the users on a 
Cloud Service Provider (CSP). However, such cloud providers are not always trusted 
and hence may not maintain confidentiality of the documents placed in the CSP by the 
organization. Therefore, maintenance of confidentiality is a major concern for many or-
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ganizations that utilize the facility of access control mechanism in a public cloud. In or-
der to provide access control policy mechanisms in public cloud for restricting unau-
thorized users from accessing the documents, various key management schemes are used 
[1-3, 22]. However, in all the key management schemes, the provision of access control 
facility is a challenging task. This is due to the fact that handling the process of key gen-
eration and distribution are more complex when the subdocuments are distributed to a 
group of users in a secure way from the cloud servers. Moreover, the document dissemi-
nation is performed in a dynamic way and hence the users are allowed to join or depart 
service at any time. When a new user joins into the service, it is the responsibility of the 
data owner to prevent the new user from having access to previous documents to provide 
backward secrecy. Similarly, when an existing group user leaves from any group, such a 
user should not have further access to the documents to achieve forward secrecy. In or-
der to handle the issues of forward and backward secrecy, the keys are updated fre-
quently whenever a user joins or leaves the service.  

The data owner takes the responsibility of generating a new group key subsequent 
to user join and leave operations. After a user joins the group or leaves the group, a new 
group key is generated and is shared to the group users in a secure way. In order to do 
that, when membership changes in the dynamic group, it computes common public in-
formation and the access control vector at the data owner and it is sent as a broadcast 
message to all the cloud users. In order to compute and to distribute the access control 
vector, many researchers have worked on broadcast key management schemes [1, 2]. 
However, most of these schemes consume more key computation time and memory [1, 2, 
4, 5]. In order to tackle these issues, it is necessary to propose a new key management 
scheme. Therefore, in this paper, a new computation efficient group key management 
scheme is proposed.  

In all the existing Broadcast Group Key Management (BGKM) schemes [1, 2, 4, 5], 
initially the data owner creates various access control policies for various subdocuments 
user communities to define which subject can access which objects under which method. 
These Access control policies are created using attribute conditions. An attribute condi-
tion [3] is an expression of the form “attrib op val”, where attrib is the identity attribute, 
op is a comparison operator such as =, <, >, , , =,  and val is a value that can be used 
for the attribute (eg., “role = doctor”). Thus, an Access Control Policy (ACP) is a tuple 
(A, S, D) where A denotes attribute conditions, S denotes subdocuments and D denotes 
document. A is a conjunction of attribute conditions (con1  con2 …  conn) that must be 
satisfied by a user to have access to a subdocument (S). There will be only one main 
document (D) and there can be more than one subdocument (S) for an organization. Af-
ter creating ACPs, these ACPs are implemented by an access control mechanism. While 
implementing ACPs, it is necessary to consider various cases [4]. First, the same access 
control policy could be applied to a set of subdocuments. Second, different access con-
trol policies could be applied to different subdocuments within the same document. Fi-
nally, the ACPs must include various conditions to access the documents from the cloud. 
Moreover, the number and type of subject are not known before implementing ACPs and 
hence it is not possible to create ACPs based on the user IDs. Therefore, it is necessary 
to create the ACPs based on the user IDs, roles, age and qualifications. These properties 
are called as Identity attributes of a subject. However, it is very difficult to create ACPs 
for selectively distributing the documents among users.  
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Consider, for example, the case of an Electronic Health Records (EHRs) [3] in 
which different level of hospital employees (users) is allowed to view different subdoc-
uments by encrypting and storing them on the cloud. The hospital employees are divided 
into various categories such as receptionist, cashier, doctor, nurse, pharmacist, system 
administrator (data analyst) and non-employees such as patients. The EHR document is 
divided into various subdocuments such as Billing Information, Contact Information, 
Medication, Physical Exam, Lab Records and so on. In this example, various ACPs are 
created to allow different hospital users to view different encrypted sub-documents. For 
example, an ACP for a cashier is created in such a way that he/she should not have ac-
cess to any other documents except for the Billing Information document. In contrast to 
this, a doctor or a nurse should not have access to Billing Information. However, they 
can access other documents related to a patient with disease and medication history. The 
following are some of the ACPs that are created for the “EHR.xml” that contains various 
subdocuments related to health records. 

 
1. ACP1 = (“role = receptionist”, {Contact Information}, “EHR.xml”)  
2. ACP2 = (“role = cashier”, {Billing Information}, “EHR.xml”) 
3. ACP3 = (“role = doctor”, {Clinical Records, Lab Records, 

Physical Exams, Plan, Medication}, “EHR.xml”) 
4. ACP4 = (“level  59”  “role = nurse” {Contact Information, Medication, 

Physical Exams, Lab Records, Plan}, “EHR.xml”) 
5. ACP5 = (“role = data analyst”, {Contact Information, Lab Records}, “EHR.xml”) 
6. ACP6 = (“role = pharmacist”, Billing Information, Medication, “EHR.xml” 
 

Similarly, “EHR.xml” is divided into various subdocuments based on these access 
control policies defined above: 

 
 Contact Information: ACP1, ACP4, ACP5 
 Billing Information: ACP2, ACP6 
 Medication: ACP3, ACP4, ACP6 
 Physical Exams: ACP3, ACP4 
 Lab Records: ACP3, ACP4, ACP5 
 Plan: ACP3, ACP4 
 {Clinical Records}: ACP3 
 Others: none 

 
After the creation of ACPs, the data owner has to generate various group keys to 

encrypt various documents ac-cording to the ACPs. However, the encryption alone is not 
sufficient for an organization to enforce fine-grained access control on their data. Be-
cause, fine-grained access control is based on information such as role or project of users 
on which the users are working in the organization. Moreover, a single subdocument can 
be accessed by different credentials of users in an organization. In order to support fine- 
grained access control and multiple access, Policy Configurations are specified in an 
expressive way. The set of access control policies that can be applied for a subdocument 
is called as Policy Configuration (PC). There can be multiple subdocuments that fall un-
der same policy configuration. The policy configurations and their associated subdocu-
ments are: 
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 PC1 = Contact Information: ACP1, ACP4, ACP5 
 PC2 = Billing Information: ACP2, ACP6 
 PC3 = Medication: ACP3, ACP4, ACP6 
 PC4 = Physical Exams: ACP3, ACP4 
 PC5 = Lab Records: ACP3, ACP4, ACP5 
 PC6 = Plan: ACP3, ACP4 
 PC7 = {Clinical Records}: ACP3 
 PC8 = Others: none 

The organization (Data owner) creates ACPs and PCs for many subdocuments en-
closed within a main document (e.g., EHR.xml) and store them in the CSP. In order to 
do that, the organization divides the documents into subdocuments based on the PC and 
stores them in the cloud. When user1 submits his/her original id and attribute conditions, 
the data owner finds a match for the supplied attribute conditions with an access control 
policy. After finding the match, the data owner delivers a set of secrets based on the at-
tribute conditions to user1. In a similar way, user2, …, usern obtains secret keys when 
attribute conditions are matched with the access control policies. After that, the data 
owner chooses a group key for a policy configuration and encrypts the group key using 
all the entire user’s secret key which is a coarse grained encryption to inform the group 
keys to users in a secure way. To encrypt the group keys, various group key management 
algorithms are available [1-3]. In all the group key management algorithms, the group 
key is informed to the group members by creating an Access control Vector (ACV) for 
each subdocument. After that, one (or) more subdocuments coming under same policy 
configuration are encrypted with a same group key. The encrypted subdocuments are 
stored in the cloud along with its ACV and the hash value which is computed using the 
ACVs and group key values. The cloud users use the ACV to derive the group key. In 
order to do this, each cloud user receives the ACV in a secure way from the data owner. 
After receiving the ACV, the users first decrypt the group key with his/her set of secrets 
using key recovery procedure which is a fine grained decryption. Finally, the users can 
decrypt one (or) more subdocuments downloaded from the CSP using the group key 
which falls under same policy configuration. In this scenario, the security of the docu-
ments being communicated between the data owner and the cloud users is preserved.  

However, the privacy of the users is not preserved since each user submits their 
own identity to the data owner for accessing the documents. In order to preserve the pri-
vacy of each user, a Trusted Third Party (TTP) is introduced in the existing approaches 
[1, 2]. At first, the users submit their identity attributes to TTP that issues identity tokens 
to the users. An identity token contains the user’s pseudonym, a tag that identifies the 
identity attribute, cryptographic semantically secure commitment of a user’s identity at-
tribute value and a digital signature. Identity tokens are used by the users in registering 
them to the data owner. Each user submits their identity tokens and receives a set of se-
crets from the data owner based on each identity attribute that matches with the access 
control policy condition. However, the computation complexity of data owner and cloud 
users in the existing ACV-BGKM [1] approach is high. In order to improve this, in this 
paper, a new computation efficient key management scheme is developed. A key ad-
vantage of the proposed broadcast key management scheme is that adding/revoking users 
can be performed in a computation efficient way. The major objectives of the proposed 
work are as follows: 
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 To propose an effective broadcast group key management scheme in order to mini-
mize the computational complexity from O(n3) to O(n) for updating the group key in 
the data owner when group membership changes.  

 To propose a technique in order to minimize the computational complexity of the key 
recovery process used in the cloud user from O(n) to O(3).  

 To propose a technique in order to reduce the storage complexity from O(n) to O(3) at 
the cloud user’s for recovering the group key.  

 To maintain the same communication complexity as given in Mohamed et al.’s ACV- 
BGKM scheme by sending only minimum amount of information from the data own-
er to cloud user.  
 

The remainder of this paper is organized as follows: Section 2 provides the litera-
ture survey of some of the past related works. Section 3 depicts the complete architecture 
of our proposed work. Section 4 gives a detailed explanation of our proposed work. Sec-
tion 5 explains the security strength of our proposed work. Section 6 analyzes the per-
formance of our proposed work with the other existing works. Section 7 gives the con-
cluding remarks. 

2. LITERATURE SURVEY 

Cloud services are deployed in the cloud servers using four methods, namely pri-
vate, public, community and hybrid cloud. In public cloud, the services are available to 
the general public users and are controlled by data owner who stores the documents and 
a third party Cloud Service Provider (CSP) who maintains the documents. Since the 
documents are public in the public cloud, many users can access the documents located 
in the cloud service provider by getting access rights from the data owner. To enhance 
the confidentiality of the documents, an access control mechanism is to be implemented 
in public cloud networks. Access control mechanisms are used for restricting unauthor-
ized users from accessing the documents. Many previous works on access control based 
security mechanisms are present in the literature which are used to secure the data stored 
in cloud servers. Among them, a Java based system that addresses the security issues of 
access control was proposed by Elisa et al. [6] based on policy design for XML docu-
ments. This system supports the specification of policies at various granularities and 
considers the trust level of users to enforce access control. Generally, a Role Based Ac-
cess Control (RBAC) model consists of four basic components; a set of users, a set of 
roles, a set of permissions and a set of sessions. Roles have several advantages since 
roles represent an organizational function. A role based access control model can directly 
support an organization’s security policy so that it helps the administration. The RBAC 
model is widely used for access control management, both in closed and open systems 
(James et al. [7]) where authorizations are specified with respect to roles and not with 
respect to individual users. Each user can have more than one privilege since they can 
play more than one role at a time. Based on these roles, privileges are assigned to each of 
the roles, since managing fewer roles is much more efficient than managing most indi-
vidual users. Because of its relevance, RBAC has been individually investigated by re-
searchers (Elisa et al. [6], James et al. [7] and Barker [8]). Although RBAC has been 
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thoroughly explored, there are still significant application requirements which are not 
addressed by current RBAC models. To overcome this issue, a generalization of the 
RBAC model, called the Action Status based Access Control (ASAC) was proposed by 
Barker [8]. A key feature of the ASAC model is that a decision on an agent’s request to 
access resources is determined by considering the agent’s ascribed status. Another im-
portant criterion for security in distributed database systems is the location constraints. 
Therefore, an access control system must not only consider temporal constraints, but also 
considers the spatial constraints.  

Group access control can be achieved by encrypting a message (document) using an 
encryption key with a large size. This key is dynamically generated for each session of 
the communication session. Therefore, this dynamically generated key which is devel-
oped using an effective key management scheme is known as the Group Key (Gk) that is 
shared to all legitimate users of a group to access a common data from the cloud server. 
This is necessary since the group membership in a group key management scheme is 
most likely to change dynamically. Whenever a new user join or an existing user leave 
from the group, the encryption key must be updated in order to prevent the leaving or 
joining user from accessing the data or messages from the future or prior communica-
tions as proposed by Poovendran et al. [9]. The issues of establishing and updating the 
group keys have been addressed by various Group Key Management schemes present in 
the literature (Kim et al. [10], Drira et al. [11] and Naranjo et al. [12]).  

The process of generating, distributing and maintaining the keys is taken care by 
key management schemes. There are many key management schemes that are available 
in the literature (Vijayakumar et al. [13, 25-30], Yoon-Su Jeong et al. [14], and Jung- 
Yoon Kim et al. [15]). The two main types of key management schemes are centralized 
and distributed key management scheme and are used currently for providing security in 
group communication. In the centralized scheme, a trusted third party is used to control 
the activities of group members. Moreover, the trusted third party called key server (or) 
group center is used for interacting with the group users and to control them in the cen-
tralized key management scheme. This key server is responsible for generating and dis-
tributing the keys. In contrast to centralized key management scheme, the keys in a dis-
tributed key management scheme are computed and maintained with the coordination of 
group users.  

Attribute Based Encryption (ABE) is a technique which is mainly used for manag-
ing the overlapping users with different credentials. Initially, the concept of ABE has 
been introduced by A. Sahai and B. Waters [16]. This ABE system is limited only to 
fixed policies with less number of common attributes. M. Pirretti et al. [17] overcame the 
drawback by choosing a very large value where number of common attributes is big in 
number. However, this scheme was not significant for the privacy of users was not pre-
served. V. Goyal et al. [18] introduced the idea of key-policy ABE (KP-ABE) systems 
and J. Bethencourt et al. [19] introduced the idea of ciphertext-policy ABE (CP-ABE) 
systems. These approaches fulfilled privacy, security and large number of overlapping 
users. However, these schemes did not handle group dynamics where users join and 
leave are frequent. Therefore, proxy based encryptions encryption schemes [20, 21] were 
adopted for the public cloud. These systems handled group dynamics efficiently. One of 
the important limitations of this approach is that duplicate encryptions are performed and 
hence the computational complexity is increased.  
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Di Vimercati et al. [22] identified this problem and proposed a solution to handle 
the data hosted in the public cloud. However, this approach does not support significant 
attribute based policies with overlapping users. Attribute Based Encryption (ABE) is a 
technique which is mainly used for managing the overlapping users with different cre-
dentials. Recently, Mohamed Nabeel et al. [1, 2] proposed an approach in the year 2013 
and 2014 to support privacy and selectively disseminating documents in a secure way 
from the public cloud. However, the computation complexity of data owner in their 
ACV-BGKM approach is high and it is O(n3) where n is the number of cloud users. The 
computation complexity of (ACV-BGKM) scheme [1] is O(n3) because the data owner 
uses Gaussian-Jordan elimination method [23] to find the new access control vector 
whenever there is a change in the group. The computation complexity of cloud user is 
O(n) because each cloud user computes a row using which n multiplication operation is 
performed to get the group key. Moreover, the storage complexity is also O(n) both in 
the data owner and the cloud users. In addition to this, the communication complexity is 
O(n).  

The improved ACV-BGKM scheme has also become inefficient when bucketization 
and subset cover approaches are used. In bucketization approach, as the bucket size in-
creases, improved ACV-BGKM becomes computationally inefficient. Moreover, in sub-
set cover approach, the group dynamics are handled only for revoking cloud users. When 
numbers of joining cloud users are large, it makes use of basic ACV-BGKM for key 
generation and hence subset cover approach also becomes inefficient. Therefore, we 
propose a computation, storage and communication efficient group key management 
scheme in this paper. The main idea of proposed group key management scheme is to 
give some secrets to the cloud users based on the identity attributes from which it allows 
the users to recover the group key. The major advantage of this proposed group key 
management scheme is that it minimizes the computation complexity for updating the 
group key in the data owner side. In addition to this, it also minimizes the computation 
complexity of the cloud users. 

3. SYSTEM ARCHITECTURE 

The system architecture shown in consists of four components, namely, Data Owner, 
Cloud Service Provider (CSP), Token Generator, and cloud User. The data owner is the 
one who places the original documents in the public cloud that are accessed by the cloud 
users. A CSP operates a single or a collection of servers used to maintain the data own-
er’s data. The token generator is used to generate a token which should be given to each 
cloud user to get a secret key from the data owner.  

A cloud user is a person (or application acting on behalf of this user) who wants to 
access the data from the CSP. Initially, each cloud user must send their identity attributes 
to the token generator to get a token. The token generator receives the identity attributes 
from the cloud user and generates an identity token. After generating this token for a 
cloud user, based on their identity attributes, it gives the newly generated identity token 
to the cloud user and then sends the same identity token to the data owner for verification. 
The verification should be performed after giving the token to the cloud user, since the 
token generator has to send the identity token of a cloud user to the data owner only if it 
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is correctly delivered to that particular cloud user. After receiving confirmation from that 
cloud user only, the token generator will send the identity token to the data owner. All 
these processes are used as explained in the existing approach [1]. In this paper, we use 
the existing Pedersen commitment scheme [24] to preserve the privacy of the cloud user 
to hide the cloud user’s identity from the data owner.  

 

 
Fig. 1. Privacy preserving group key management architecture. 

 

The cloud user registers their identity token with the data owner to get a secret key. 
The data owner gives secret keys to the cloud users based on their identity token. After 
providing the cloud user with a secret key, the data owner generates a Group Key (GK) 
for each group of users. After that, the data owner encrypts the group key based on their 
individual secret key values. Then, the data owner broadcast the encrypted group key in 
an ACV format to the cloud users along with their index value. After that, the data owner 
encrypts the subdocuments using group key and then uploads the encrypted subdocu-
ments to the CSP. Each cloud user can derive (recover) the GK using their secret key and 
thus can use this GK to decrypt the encrypted documents placed in the cloud. When 
group membership changes, it is the responsibility of the data owner to change the GK. 
The data owner may also change the GK periodically. For example, when a user leaves 
or joins the group, the data owner downloads the corresponding document from the 
cloud service provider and re-encrypts the document with the new GK. Then, the re- 
encrypted document is uploaded into the cloud. In this paper, we mainly concentrate on 
developing a new broadcast group key management that takes care of the job of generat-
ing the secret and group keys and also updating them when group membership changes. 
In addition to this, we have also introduced a new key recovery process in this paper to 
allow the cloud users for finding the group key from ACV value. Hence, our proposed 
work concentrates from Steps 3 to 9 in Fig. 1. 

4. PROPOSED BROADCAST GROUP KEY MANAGEMENT SCHEME 

In this section, we provide a detailed explanation about our proposed broadcast 
group key management scheme (PBGKM). The PBGKM scheme provides forward se-
crecy, backward secrecy, and collusion resistance. In addition to these facilities, our 
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proposed scheme is also efficient in terms of computation and storage complexities. The 
proposed broadcast group key management (PBGKM) works in four phases. The first 
phase is the Data owner initial setup phase and user join phase, where a multiplicative 
group is created by the data owner. In this phase, the cloud users send join requests to the 
data owner and obtain all the necessary keys for computing the group key in order to 
download the documents from the cloud. The second phase is Group key computation 
phase, where the data owner generates and encrypts the group key in ACV format. The 
third phase is called as Group key recovery phase that deals with the key recovery pro-
cess used in the cloud users. The final phase is Group key updating phase that deals with 
updating of the group key when there is a change in the dynamic group in order to pro-
vide forward/backward secrecy. 

4.1 Data Owner Initial Setup Phase and User Join Phase 

In this phase, the data owner selects a large prime number (p) to define a multiplica-
tive group z*

p which is used to generate the secret keys (i)(1  i  n) and random seed 
keys (ri)(1  i  n) for n number of users with respect to the prime number (p). In addi-
tion to this, it also generates an arbitrary value ‘’ The secret keys (i), random seed keys 
(ri) and arbitrary value ‘’ are used for updating the group key at the data owner. The 
secret and seed keys corresponding to legitimate cloud users are used in the cloud users 
to recover the updated group key. Initially, when the cloud user sends join request to the 
data owner, the data owner informs the secret keys (i) and its corresponding seed keys 
(ri) to all the existing cloud users in a secure way using Secure Socket Layer (SSL). For 
example, when a new user ‘i’ is authorized to join a group to access the documents 
stored in the public cloud for the first time, the data owner sends a secret key (i) and its 
corresponding random seed key (ri) with respect to their identity (pseudonym value). 
This secret key (i) and random seed key (ri) are known only to the cloud user (Usri) and 
to the data owner. All the cloud users of the group store the secret key (i) and the ran-
dom seed key value (ri) in their respective storage area. 

4.2 Group Key Computation Phase 

In this phase, the data owner generates and encrypts the group key in the following 
ways to create the ACV for a particular subdocument and broadcast it to the cloud users 
of the group. 

1. Initially, data owner creates a column vector ‘A’ for  number of users. If there are ‘n’ 
users in a group, it constructs (n+1) column vector in which the first element of the 
column vector is a group key  and remaining elements a(i,1)(1  i  n) are calculated 
with respect to Eq. (5) and are placed in the column vector.  

1,1

2,1

3,1

 

a

A a

a

 
 
 
 
 
 
 
 

 (1) 
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2. After creating ‘A’, the data owner constructs an arbitrary numbered column vector ‘B’ 
equal to the size of ‘A’ that consist of zeros followed by an arbitrary number ‘’ as 
shown in Eq. (2). 

0

0

0

0

B

 
 
 
 

  
 
 
  
 



 (2) 

In this column vector, the arbitrary value ‘’ is randomly chosen from the group z*
p. 

3. Then, the data owner adds the column vector ‘A’ with the column vector ‘B’ to obtain 
a new column vector ‘C’ as shown in Eq. (3) and it is the initial process of encrypting 
the group key. 

(A) + (B) = (C) (3) 

The result of this process can be expressed as shown in Eq. (4). 

1,1 1,1

2,1 2,1

3,1 3,1

,1 ,1

0

0

0

  
0

n n

a a

a a

a a

a a

     
    
    
    
     
    
    
            

 

 (4) 

In general, data owner obtains value of (ai,1) using the formula shown in Eq. (5). 

(ai,1) = ( +   i) where (1  i  n) (5) 

4. Next, the data owner creates a column vector ‘R’ and places all the random seed key 
values (ri) in that column vector followed by a value zero as shown in Eq. (6). 

1

2

3

0

n

r

r
R

r

r

 
 
 
 

  
 
 
  
 



 (6) 

5. This column vector ‘R’ is added with the vector ‘C’ to produce the access control 
vector ACVi of a subdocument Si as shown in Eq. (7). 
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1,1 1,11

2,1 2,12

33,1 3,1

,1 ,1
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 (7) 

6. Finally, the data owner broadcasts the ACVi value along with their index value to all 
the cloud users present in the group. The index value is used by the cloud users in 
order to extract a particular value according to their positions from the ACVi value. 
 

4.3 Group Key Recovery Phase 
 

In this phase, the group key encrypted by data owner is decrypted by the authorized 
cloud users using their own random seed key (ri) and secret key (i) in the following 
ways: 

 
1. Each cloud user of the group receives the broadcast message and extracts  value and 

xi,1 alone from the ACVi according to their positions indicated by the index value. Us-
ing these two values, each cloud user subtracts their random seed key from xi,1 in or-
der to get ai,1 which is the first step in finding the group key as shown in Eq. (8).  

(xi,1)  (ri) = (ai,1) (8) 

2. In the second step of finding the group key, each cloud user adds their secret key (i) 
with (ai,1) and subtracts  from the resultant value to obtain the group key as shown in 
Eq. (9).  

(ai,1 + i)   =  (9) 

3. Finally, each cloud users can decrypt the subdocument Si downloaded from the public 
cloud using the corresponding group key ().  

 
The proposed scheme does not change privacy preserving scheme of Mohamed et 

al.’s scheme. The proposed approach focuses only on enhancing efficiency of the group 
key management scheme used in their approach so that the group key is updated both 
when a user joins and leaves a group with minimum computational and storage complex-
ities. 

 
4.4 Group Key Updating Phase 
 

The final phase of this scheme is called as key updating phase where the data owner 
updates (changes) the group key when a user joins/leaves the dynamic group. The data 
owner also updates the group key when the cloud user’s credentials have to be updated 
dynamically from time to time for various reasons such as promotions, change of re-
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sponsibilities, and so on. If a user updates his/her credentials with the data owner, then 
the data owner needs to update the column vector A and B in order to update the ACVi 
value only for the subdocuments involved. 

The information to be updated by data owner in the column vector A and B are old 
group key () to new group key (), (ai,1) to (bi,1), arbitrary number () to () and  to 
 respectively. The data owner obtains the value of (bi,1) using the formula shown be-
low: 

 
(bi,1) = (  +   i). 
 
The updated information is sent as a broadcast message to the cloud users, from 

which all the existing cloud users of the group obtain the new group key ( ) using () 
and (bi,1) respectively. When the data owner sends the updated group key in ACVi format 
to the existing cloud users, it also includes the updated index value along with the new 
ACVi value. 
 
Theorem 1: The proposed key management scheme is correct. 
 
Proof: The correctness of proposed scheme can be easily proved as shown below: 

 
() = (ai,1 + n)    
() = (ai,1 + n  (ai,1 + n  )) 
(Since, () = (ai,1 + n  )) 
() = (ai,1 + n  ai,1  n + ) = () 

5. SECURITY ANALYSIS 

This paper analyzes the proposed scheme for forward secrecy, backward secrecy 
and collusion resistance. The assumption of the implemented scheme is that an adversary 
might be a group member in prior and the data owner keeps the cloud users entire key 
values secretly which is also kept secret by the users. 

 
5.1 Forward/Backward Secrecy 

 
Computing the newly updated group key (′) to break forward or backward secrecy 

in the PBGKM scheme depends on the method used to calculate the members secret key 
(i) and random seed key value (ri) in a particular amount of time. In the proposed work, 
the data owner broadcast ACV matrix to all the cloud users present in the group. Hence, 
an attacker (old or new user) will try to capture this matrix and by using his/her secret 
key and random seed key values, the attacker can try to find the value of updated group 
key (′). This updated group key (′) can be computed only by using any one the existing 
user’s secret and random seed key value. If the attacker is not an active adversary (i.e., 
not a member of existing group), then the attacker can use brute force attack to learn 
about any one member’s secret key i and seed key value (ri) If the size of i is w bits, 
then the attacker has to use the total number of trials of 2w to learn about secret key. Sim-
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ilarly, the attacker has to use another 2w trials to find the random seed key value and 
hence the attacker has to perform 2w+w = 22w trials in total. The time taken to derive i and 
ri values can be increased by choosing large i and ri for each user’s secret and seed key 
values. Therefore, when large size i and ri are used, it is infeasible for an adversary to 
find the value of ′ and hence it provides forward and backward secrecy. 

 
5.2 Collusion Resistance 
 

Collusion resistance is the one in which two or more adversaries outside the group 
cannot cooperatively compute the updated group key after leaving the group. Since, the 
group key and ai,1 values are updated in the column vector A and arbitrary value is up-
dated in column vector B after the leaving operation is performed, any number of previ-
ous users collision will not be used to derive the updated group key ′. The following 
scenario describes a kind of collusion attack in which two adversaries act as legitimate 
members. Assume that u1 is an adversary ‘a’ who knows the secret key value 1 and seed 
key value r1 and u3 is an adversary ‘b’ who knows the 3 and seed key value r3 and group 
key  at time (t  2). In time (t  1), the adversary ‘a’ leaves the group with the key val-
ues (1, r1) and . ‘b’ receives the rekeying message from the data owner at the time (t) 
and computes . In time (t + 1), ‘b’ leaves the group with the two key values (3, r3) and 
. Both of these adversaries exchange their known key values and they have 1, r1, 3, r3, 
 and . Using these known values, the adversaries ‘a’ and ‘b’ cannot cooperatively find 
the updated group key () which is will be broadcast at time (t + 2) in a feasible amount 
of time. 

6. PERFORMANCE ANALYSIS 

In this section, we evaluate the performance of our PBGKM scheme with the exist-
ing ACV-BGKM scheme. Table 1 shows the computation, storage and communication 
complexities of ACV-BGKM scheme and our proposed broadcast group key manage-
ment (PBGKM). From Table 1, it is clear to understand that the existing ACV-BGKM 
approach takes O(n) hashing operations for computing the row vectors to be placed in 
the matrix. 

In addition to this, it also takes O(n3) computational complexity for solving the ma-
trix using the Gauss Jordan elimination method to find the inverse matrix. However, our 
PBGKM approach takes (n) additions in the data owner for adding the column vector ‘R’ 
with the vector ‘C’. Moreover, it also takes (n) subtractions for computing ai,1 values as 
shown in Eq. (5) during the group key updating in ACV format. Therefore, our modified 
PBGKM scheme takes less computational complexity in the data owner. It also takes 
only two subtractions and one addition operations in the cloud users in finding the group 
key, which is better than ACV-BGKM approach. With regard to the storage complexity, 
our PBGKM scheme stores only 3 values in the cloud users to recover the group key. 
Therefore, our proposed approach takes less computational and storage complexity by 
maintaining the same communication complexity. 
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Table 1. Comparison between ACV-BGKM scheme and PBGKM scheme. 
Parameters ACV-BGKM PBGKM 

Data owner’s com-
putation complexity  
 

a) O(n)-Hash value computing time. a) O(n) additions  
b) O(n3)-Gauss Jordan elimination 

time.  
b) O(n) subtractions for compu-

ting ai,1 values.  

c) 1 addition.  c) 1 addition  
Cloud user’s compu-
tation complexity 

a) O(n)-Hash value computation. a) 2 subtractions.  
b) O(n) multiplications  b) 1 addition.  
c) O(n) additions.  

Storage complexity 
of data owner 

O(n(n+1)) for storing the n(n+1) 
matrix. 

O(n) 

Storage complexity 
of cloud user  

O(n) O(3)

Communication 
complexity  

1 broadcast consists of ACV and 
public key values. 

1 broadcast consists of ACV 
value and index value of users. 

 

Table 2. Computation time of key updating and key recovery process. 

No. of  
users 

Key Size 
(bits) 

Key updating Process (ms) Key recovery process (ms) 

ACV- 
BGKM 

PBGKM 
ACV- 

BGKM 
PBGKM 

1000 64 21773498 196 4564800 1 

2000 64 44893209 246 9150123 1 

3000 64 64320789 336 12989789 1 

4000 64 86759987 396 18789985 1 

5000 64 109123103 472 21999987 1 

6000 64 129789569 526 27459789 1 

7000 64 151456989 596 32123009 1 

8000 64 175012412 706 36789899 1 

9000 64 195769120 902 40899789 1 

10000 64 209878978 1025 44759219 1 

 

The proposed method has been implemented in JAVA (Intel Core i5-2450M CPU 
@2.50 GHz, 2GB RAM, 500 GB Hard disk, Microsoft’s Windows 7 Professional 64-bit 
operating system) for a group of 10000 users and we have compared the group key 
computation time and recovery time for various key sizes in our proposed approach. For 
implementing this proposed approach, a private key and random seed key values are se-
lected from the z*

p. For generating large integers as secret key values in our program, we 
use BigInteger class that supports various methods for handling large positive integers. 
The methods multiply(), add() and subtract() supported by Biginteger class are used to 
perform multiplication, addition and subtraction operation in the large integer values. 
TABLE 2 shows the measured computation time in milliseconds (ms) for performing key 
updating process in the data owner and key recovery process in the cloud user’s. It is 
evident from the values that the computation time of our PBGKM scheme is found to be 
better both in the data owner and the cloud user’s than ACV-BGKM scheme. 
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7. CONCLUDING REMARKS 

In this paper, a new computational and storage efficient broadcast group key man-
agement scheme has been proposed to improve the efficiency of Mohamed et al.’s ACV- 
BGKM scheme for accessing the selected documents from the CSP to the cloud users in 
a secure way. Even though, Mohamed et al.’s ACV-BGKM scheme is a secured one, the 
computation and storage complexity are extremely large. The proposed scheme has two 
dimensional focuses, namely minimal computation complexity and minimal storage 
complexity. The computation complexity of the data owner is O(n) and cloud users 
computational complexity is O(3). With respect to the communication complexity, the 
communication complexity of our proposed scheme is O(1) which means that our pro-
posed scheme takes only one broadcast message as that of Mohamed et al.’s scheme to 
inform the ACV value to the cloud users for finding the group key. The storage com-
plexity of data owner is O(n) and the cloud users storage complexity is O(2). The further 
extension of this work is to devise a technique to handle document overlapping. 
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