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In mobile wireless networks, a scalable way to disseminate XML data among many 

mobile clients is broadcasting of XML data. In these networks, a broadcast server dis-
seminates XML data through a broadcast channel and mobile clients access the XML 
stream using energy-restricted portable devices. The main problem of XML data broad-
cast is that XML data can be accessed sequentially, and mobile clients have to wait for 
their desired data until they appear over the broadcast channel. By indexing the XML 
stream, mobile clients can efficiently decide when and where their desired data are 
available over the broadcast channel. The main question in indexing an XML stream is 
that how to mix the index with the XML data in such a way that mobile clients consume 
minimum time and energy during the process of XML queries. In this paper, we propose 
a new distribution scheme to place both the index information and XML data over a 
wireless broadcast channel by optimally partitioning the partial and relevant parts of both 
the indexes and XML data and then distributing them over a broadcast channel. Although 
the proposed distribution scheme increases the size of XML stream but the experimental 
results show that it does not degrade the performance of XML query processing of mo-
bile clients.    
 
Keywords: data distribution, mobile wireless networks, wireless broadcast channel, XML 
query processing, XML stream  
 
 

1. INTRODUCTION 
 

Typically, there are two types of entities in mobile wireless broadcast networks: 
mobile clients and broadcast server. In these networks, a broadcast server periodically 
disseminates data through a wireless broadcast channel and mobile clients independently 
tune in to the channel through mobile devices and process their queries by scanning the 
broadcast stream [1-4]. 

Generally, data broadcast allows mobile clients retrieve their desired data over a 
broadcast channel with minimum energy consumption since a large number of mobile 
clients can be served simultaneously with no additional energy consumption for sending 
requests to the broadcast server [5-8]. However, the main problem of data broadcast in 
mobile wireless networks is that data can be accessed sequentially, and mobile clients 
have to wait for their desired data until they appear over the broadcast channel [9, 10]. 

Building an index for broadcast data helps mobile clients in deciding when and 
where their desired data will be available over the broadcast channel [1-4]. By exploiting 
the index information, mobile clients can switch to the power saving mode (i.e. the doze 
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mode) until their desired data are arrived over the channel. One crucial aspect of index-
ing the broadcast data is that how to mix the index with the data over the broadcast 
channel in such a way that mobile clients consume minimum time and energy to retrieve 
their desired data. 

A common metric to estimate the cost of data access over a wireless broadcast 
channel is access time [1-4]. It is the interval between the times that a mobile client sub-
mits its query on the air to the time that the mobile client receives the query results from 
the broadcast channel. Also, a common metric to estimate the total amount of energy 
consumption of a mobile client to access the desired data over a broadcast channel is 
tuning time [1-4]. It is the total time that a mobile client remains in the active mode to get 
the desired data over the broadcast channel. As much as a mobile client remains in the 
active mode to get the desired data, it consumes more amounts of energy.  

With the growing popularity of XML [11] as a standard for data dissemination over 
the Internet, the use of XML for data broadcasting over wireless broadcast channels has 
obtained a lot of attentions [12-22]. In recent years, several XML indexing methods have 
been proposed to selectively access XML data over an XML stream in a broadcast chan-
nel such as the indexing method proposed by [23-25]. These indexing methods are based 
on the structural information between XML nodes which is placed in the wireless XML 
stream and XML query processing at a mobile client is performed by exploiting the 
structural information in the index to reach the desired data. In these indexing methods, 
if a mobile client tunes in to the broadcast channel in the middle of a broadcast cycle, it 
should wait until the next broadcast cycle begins and this waiting time results in a long 
access time. We refer to this as the Delayed Query Processing Problem [13]. We de-
scribe this problem for the indexing method proposed by [25] in the following example. 
 

 
Fig. 1. General structure of the XML stream over the broadcast channel. 

 

Example 1: Fig. 1 shows the general structure of an XML stream in a wireless broadcast 
channel. As shown in Fig. 1, the XML stream is divided into two segments: Index Seg-
ment and Data Segment. The index segment contains the structural information of XML 
nodes in the XML document (i.e. a set of root-to-node paths) which takes the role of 
index, whereas the data segment contains the contents of XML nodes in the XML docu-
ment. Now, assume that the mobile client c1 tunes in to the broadcast channel before the 
first index is broadcasted, while the mobile clients c2 tunes in to the broadcast channel 
after the last index has been passed over. The mobile client c1 can start XML query pro-
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cessing within the current broadcast cycle but the mobile client c2 have to wait until the 
next broadcast cycle begins since the index information is disseminated over the broad-
cast channel before the mobile client c2 tunes in to the channel. This waiting time will 
increase access time. 

To solve this problem, the partial and relevant parts of the index segment (i.e. the 
relevant paths) and the data segment (i.e. the relevant XML nodes) must be distributed in 
the current broadcast cycle in such a way that mobile clients can process XML queries 
without exploring the XML stream at the beginning of the next broadcast cycle. By ex-
ploiting this fact, we propose a new index and data distribution scheme for the XML 
indexing method proposed in [25] by dividing each broadcast cycle to a set of quantums. 
Each quantum contains a set of paths and XML nodes. Hence, the main contributions of 
this paper are summarized as follows: 

 
 We propose a new distribution scheme for the proposed XML indexing method in [25] 

by distributing the partial and relevant parts of both the indexes and the XML data in-
to suitable positions over the broadcast channel. 

 We provide algorithms for generating a wireless XML stream and processing different 
types of XML queries over the broadcast channel based on our proposed distribution 
scheme. 

 We evaluate the performance of our proposed distribution scheme in processing dif-
ferent types of XML queries by performing several experiments using different XML 
data sets. 
 

The remainder of this paper is organized as follows: in Section 2, the background 
related to this study is described. In Section 3, our proposed XML index and data distri-
bution scheme is presented. In Section 4, the process of XML querying at mobile clients 
based on our proposed distribution scheme is explained. In Section 5, the experimental 
results in processing different types of XML queries based on our proposed distribution 
scheme are presented. Finally, in Section 6, the paper is concluded with a conclusion and 
discussion of future works. 

2. XML DATA MODEL AND XML QUERIES 

Generally, an XML document can be modeled by a tree structure. In this tree struc-
ture, elements are represented by nodes and Parent-Child (P-C) relationships between the 
elements are represented by edges. Fig. 3 shows the XML tree corresponding to the ML 
document of Fig. 2. 

 

Fig. 2. An example of XML document. 

<SigmodRecord> 
   <issue> 

   <volume>11</volume> 
   <number>1</number> 
   <articles> 
      <article> 
         <title>Architecture of Future Data Base Systems</title> 
         <authors> 

               <author position="00">Lawrence A. Rowe</author> 
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               <author position="01">Michael Stonebraker</author> 
         </authors> 
         <initPage>30</initPage> 
         <endPage>44</endPage> 

   </article> 
      <article> 

      <title>Multisafe  A Data Security Architecture</title> 
         <authors> 
            <author position="00">Robert P. Trueblood</author> 
            <author position="01">H. Rex Hartson</author> 
         </authors> 
         <initPage>45</initPage> 
         <endPage>63</endPage> 
      </article> 
   </articles> 
</issue> 

   <issue> 
   <volume>12</volume> 
   <number>2</number> 
   <articles> 
      <article> 
         <title>Comparison and Mapping of the Relational and CO 
DASYL Data Models</title> 
         <authors> 
            <author position="00">Gary H. Sockut</author> 
         </authors> 
         <initPage>55</initPage> 
         <endPage>68</endPage> 
      </article> 
   </articles> 

   </issue> 
</SigmodRecord> 

Fig. 2. (Cont’d) An example of XML document. 
 

In this paper, we use XPath [26] as the query language. The results of an XPath 
query are derived based on the location path. A location path consists of location path 
steps. Processing the location path step will identify the set of XML nodes in the XML 
tree which satisfies the axis, node sets, and predicates in the location path step.   
 
Definition 1: Let “/” denotes a child axis, “//” denotes a descendant axis, and “*” de-
notes a wildcard in an XPath expression. Let XP[/,//,*] denotes a fragment of XPath corre-
sponding to XPath expressions that involve only “/”, “//”, and “*”. A simple path XML 
query is a fragment of XP{/,//,*] that may involve child axis (“/”), descendant axis (“//”), 
and wildcard (“*”). 

 
For example, the simple path XML query Q = “/SigmodRecord//authors/author” 

finds authors for all of the articles published by the Sigmod Record journal. 
 

Definition 2: Let “/” denotes a child axis, “//” denotes a descendant axis, “*” denotes a 
wildcard, and “[]” denotes a branching predicate in an XPath expression. Let XP{/,//,*,[]} 
denotes a fragment of XPath corresponding to XPath expressions that involve only “/”, 
“//”, “*”, and “[]”. A twig pattern XML query is a fragment of XP{/,//,*,[]} that involves 
child axis (“/”), descendant axis (“//”), wildcard (“*”), and branching predicate (“[]”). 
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Fig. 5. General structure of the Quantumj in a broadcast cycle. 

For example, the twig pattern XML query Q = “/SigmodRecord/issue[volume/text() 
= “11”]//title” finds titles for all of the articles published in the volume 11 of the Sigmord 
Record journal. 

3. OUR PROPOSED DISTRIBUTION SCHEME 

In our proposed distribution scheme, a broadcast cycle is divided into N parts called 
Quantum. Fig. 4 shows a broadcast cycle with four quantums (i.e. N = 4). Fig. 5 shows 
the general structure of the jth quantum in a broadcast cycle in our proposed distribution 
scheme. As shown in Fig. 5, a quantum is divided into three segments: Metadata Seg-
ment, Index Segment, and Data Segment. In the following, we explain the structures of 
these three segments in each quantum. 

 

 
Fig. 3. An example of XML tree. 

 

 
Fig. 4. General structure of a broadcast cycle. 
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Definition 3: The root-to-node path of a node e in an XML tree T is a sequence of node 
names (or tag names) from the root node r to the node e which are separated by “/”. 

For example, the root-to-node path of the node “article” with the preorder 24 in the 
XML tree illustrated in Fig. 3 is the path “/SigmodRecord/issue/articles/article”. 

By grouping the set of XML nodes having the same root-to-node path, a set of 
unique root-to-node paths called path summary (PS) can be constructed. 
 
Definition 4: The path summary of an XML tree (PST) is an ordered set of unique root- 
to-node paths in the XML tree T where the paths are ordered based on the breadth first 
traverse of the XML tree T. 

 
For example, the path summary of the XML tree illustrated in Fig. 3 is shown in 

Table 1.  
 

Table 1. An example of path summary. 
Ordered ID Path Name Root-to-Node Path 

1 Path1 /SigmodRecord 
2 Path2 /SigmodRecord/issue 
3 Path3 /SigmodRecord/issue/volume 
4 Path4 /SigmodRecord/issue/number 
5 Path5 /SigmodRecord/issue/articles 
6 Path6 /SigmodRecord/issue/articles/article 
7 Path7 /SigmodRecord/issue/articles/article/title 
8 Path8 /SigmodRecord/issue/articles/article/authors 
9 Path9 /SigmodRecord/issue/articles/article/initPage 
10 Path10 /SigmodRecord/issue/articles/article/endPage 
11 Path11 /SigmodRecord/issue/articles/article/authors/author 

 

As shown in Fig. 5, the metadata segment of a quantum contains a table quantum. 
The general structure of the table quantum in the metadata segment of the jth quantum of 
a broadcast cycle is illustrated in Fig. 6 (a). 
 
Definition 5: Assume that PSj = {Path1, Path2, …, Pathm} be the subset of the root-to- 
node paths in the path summary of the XML tree T which is placed in the jth quantum. 
The general structure of the Table Quantum in the metadata segment of the jth quantum 
contains the following fields: 
 
 Length of Quantumj: This field indicates the length of the jth quantum (in bytes) in a 

broadcast cycle except the length of the Table Quantum (i.e. the length of Index Seg-
ment + the length of Data Segment). 

 Number of Paths: This field indicates the total number of the root-to-node paths in the 
path summary of the XML tree T which are placed in the jth quantum (i.e. m). 

 Node Information: It is used when the field Number of Paths is not equal to “0”. It 
contains a set of pairs with the following two fields:  
o Length of Last Node Name: 1  i  m, this field indicates the total length of the 

last node name in the ith path. 
o Last Node Name: 1  i  m, this field contains the last XML node name in the ith path. 
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It should be noted that two fields Length of Last Node Name and Last Node Name are 
repeated for each path placed in the jth quantum. 

For example, Fig. 6 (b) shows the structure of the table quantum in the metadata 
segment of the first quantum in the case that there is four quantums in a broadcast cycle. 

It should be mentioned that the field Number of Paths can be equal to “0” in the ta-
ble quantum of the metadata segment of the jth quantum. It means that the jth quantum 
has only XML data. The general structure of the jth quantum in a broadcast cycle in this 
case is illustrated in Fig. 7. 
 

 
(a) General structure of the table quantum in the metadata segment of the jth quantum. 

 
(b) Structure of the table quantum in the metadata segment of the 1st Quantum. 

Fig. 6. Structure of the table quantum in the metadata segment. 

 

 
Fig. 7. General structure of the Quantumj in a broadcast cycle. 

 

As shown in Fig. 5, the index segment of a quantum is a sequence of ordered uni- 
que root-to-node paths. The general structure of the ith root to-node path (Path1) in the 
index segment of the jth quantum is illustrated in Fig. 8 (a). 

Definition 6: Assume that PSj = {Path1, Path2, …, Pathm} be the subset of the root-to- 
node paths in the path summary of the XML tree T which is placed in the jth quantum. 
The general structure of the Pathi, 1  i  m, in the index segment of the jth quantum 
contains the following fields:  

 BREAK FLAG: This field indicates whether the data segment related to this index 
segment is broken or not. The default value of this flag is “0” which means the data 
segment is not broken. 
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 Length of Pathi: This field indicates the total length of the ith root-to-node path in the PSj. 
 Pathi: This field contains the ith root-to-node path in the PSj. 
 First Child Address: This field contains the distance between the Pathi and the Pathk in 

the index segment of the jth quantum where the Pathk is the first child path of the Pathi. 
 First Node Address: This field contains the address (i.e. arrival time) of the first XML 

node having the root-to-node path Pathi in the data segment related to this index segment. 
 Last Node Address: This field contains the address (i.e. arrival time) of the last XML  

node having the root-to-node path Pathi in the data segment related to this index segment. 
 
For example, Fig. 8 (b) shows the structure of the path with the ordered ID 8 in the 

path summary shown in Table 1. The First Child Address of the path with the ordered ID 
8 in the path summary is the path with the ordered ID 11 and therefore, the distance be-
tween these two paths is 3. The two fields First Node Address and Last Node Address 
are filled based on the order of the XML nodes in the XML stream. 

 

 
(a) General Structure of the Pathi in the Index Segment of the jth Quantum. 

 

 
(b) Structure of the 8th Path in the Path Summary. 

 
Fig. 8. Structure of the Pathi in the index segment. 

 

As shown in Fig. 5, the data segment of a quantum is a sequence of XML nodes. 
The general structure of the ith node (Nodei) in the data segment of the jth quantum is 
illustrated in Fig. 9 (a). 
 
Definition 7: Assume that Nodesj = {Node1, Node2, …, Noden} be the subset of XML 
nodes in the XML tree T which is placed in the jth quantum. The general structure of the 
Nodei, 1  i  n, in the data segment of the jth quantum contains the following fields: 
 
 FLAGS: This field contains three flags that are IS-BROKEN, HAS-TEXT and HAS- 

ATTRIBUTES. The flag IS-BROKEN indicates whether this data segment is broken 
or not. The default value of this flag is “0” which means the data segment is not broken. 
Two flags HAS-TEXT and HAS-ATTRIBUTES indicate whether the ith XML node 
(Nodei) contains text and/or attributes or not. The default value of these two flags is 
“0” which means the ith XML node (Nodei) does not have text and attributes. 

 Remaining Length of Quantum: A 16-bits value which indicates the remaining length 
of the current quantum (i.e. the jth quantum).  

 Preorder: This field contains the preorder of the ith XML node (Nodei) in the XML tree 
T when the XML tree T is traversed in the preorder sequence. 

 Postorder: This field contains the postorder of the ith XML node (Nodei) in the XML 
tree T when the XML tree T is traversed in the postorder sequence.  
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 Depth: This field contains the depth of the ith XML node (Nodei) in the XML tree T.  
 Text Information: This part is used when the ith XML node (Nodei) in the XML tree T  

has text. In this case, the flag HAS-TEXT will be set to “1”. The Text Information 
contains two fields: 
o Length of Text: This field indicates the total length of the text content of the ith 

XML node (Nodei) in the XML tree T. 
o Text: This field contains the text content of the th XML node (Nodei) in the XML tree T. 

 Attribute Information: This part is used when the ith XML node (Nodei) in the XML  
tree T has at least one attribute. In this case, the flag HAS-ATTRIBUTE will be set to 
“1”. The Attribute Information contains the following fields: 
o Number of Attributes: This field indicates the total number of attributes of the ith 

XML node (Nodei) in the XML tree T. 
o Length of Attribute Name: This field indicates the total length of the attribute name. 
o Attribute Name: This field contains the name of attribute. 
o Length of Attribute Value: This field indicates the total length of the attribute value. 
o Attribute Value: This field contains the value of attributes. 

 
Note that the four fields Length of Attribute Name, Attribute Name, Length of Attribute 
Value, and Attribute Value are repeated for each attribute of the ith XML node (Nodei) 
in the XML tree T. 
 

 
(a) General structure of the Nodei in the data segment of the jth quantum. 

 
 

 
 

(b) Structure of node “author” with the Preorder “10”. 

Fig. 9. Structure of the Nodei in the data segment.   
 

For example, Fig. 9 (b) shows the structure of the node “author” with the preorder 
10 in the XML tree illustrated in Fig. 3. Note that the text information and attribute in-
formation of this node are represented in Fig. 2. In our proposed structure for the XML 
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stream, each XML node in the data segment of a quantum contains its preorder, postor-
der, and depth information. This information is used to process twig pattern XML que-
ries which will be explained in Section 4. 

In order to process twig pattern XML queries, we need to determine the Parent- 
Child (P-C) and Ancestor-Descendant (A-D) relationships between the XML nodes in 
the XML tree. By labeling the XML nodes in the XML tree with the pre/post labeling 
scheme [25, 27], the structural relationships between the XML nodes can be easily de-
termined. In this labeling scheme, each XML node is assigned with three values, preor-
der, postorder, and depth where preorder and postorder are the ordinal decimal numbers 
of the XML nodes in the preorder and postorder traversal sequences, respectively and the 
depth is the depth of the XML node in the XML tree. An XML tree labeled by the pre/ 
post labeling scheme is illustrated in Fig. 3.  

Fig. 10 shows the order of information in the first quantum when the broadcast cy-
cle is divided into four quantums.  

 
 
 
 

Fig. 10. Order of information in the first quantum. 
  

As shown in Fig. 10, only five root-to-node paths (i.e. Path1, Path2, Path3, Path4 
and Path5) are placed in the index segment of the first quantum. Therefore, the data seg-
ment of this quantum contains the information of XML nodes of these paths. As shown 
in Fig. 3, the root-to-node path Path1 (i.e. “/SigmodRecord”) contains only one XML 
node “SigmodRecord”, the root-to-node path Path2 (i.e. “/SigmodRecord/issue”) contains 
two XML nodes “issue”, the root-to-node path Path3 (i.e. “/SigmodRecord/issue/volume”) 
contains two XML nodes “volume”, the root-to-node path Path4 (i.e. “/SigmodRecord/ 
issue/number”) contains two XML nodes “number”, and the root-to-node path Path5 (i.e. 
“/SigmodRecord/issue/articles”) contains two XML nodes “articles”. Therefore, the in-
formation of these nine XML nodes is placed in the data segment of the first quantum. 

 
Definition 8: Assume that PST = {Path1, Path2, …, Pathp} be the set of root-to-node paths 
in the path summary of the XML tree T and NodesT = {Node1, Node2, …, Nodeq} be the 
set of XML nodes in the XML tree T. The initial size of a quantum (i.e. |InitialQuantum|) 
is defined as follows: 

1 1
| | | |

.
p q

i ii i
Path Node

InitialQuantum
N

 
 

  
  

     (1) 

Where 1  i  p, |Pathi| is the size of root-to-node path Pathi, 1  i  q, |Nodei| is the 
size of XML node Nodei, and N is the total number of quantums in a broadcast cycle. 

It should be noted that the sizes of both the paths and the nodes are calculated based 
on their structures which are defined in Definition 6 and Definition 7, respectively. 
  

Example 2: Assume that 1  i  p and 1  j  q, p
i=1|Pathi| + q

j=1|Nodei| = 1170 

Metadata Segment: 274 5 12 SigmodRecord 5 issue 6 volume 6 number 8 articles 
Index Segment: Path1 Path2 Path3 Path4 Path5 
Data Segment: SigmodRecord issue issue volume volume number number articles articles 
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bytes and N = 4. Therefore, |InitialQuantum| = 292.5 bytes based on the Eq. (1). In this 
case, we assume that the initial size of all the quantums except the last quantum is equal 
to 292 bytes and the initial size of the last quantum is equal to 294 bytes since the size of 
a quantum cannot be a floating point value. 

In our proposed distribution scheme, the initial sizes of all the quantums in a broad- 
cast cycle are calculated based on the Eq. (1) but their actual sizes may be changed dur-
ing the process of generating the XML stream.  

Fig. 11 shows the XMLStreamGeneration algorithm which is designed to generate an 
XML stream from an XML tree based on our proposed distribution scheme. In the XML-
StreamGeneration algorithm, the input is an XML tree T and the output is a broadcast XML 
stream XS. In the algorithm, the three variables currentPath, currentNode, currentQuantum 
are used to store the current root-to-node path in the path summary of the XML tree T, the 
current XML node with the minimum preorder having the root-to-node path currentPath, 
and the current quantum in a broadcast cycle, respectively (Lines 1-3). At the beginning of 
the algorithm, the XML stream XS is empty (Line 4). It should be noted that the XML-
StreamGeneration algorithm only generates the XML stream XS for a broadcast cycle since 
the XML stream is the same in each broadcast cycle. In the XMLStreamGeneration algo-
rithm, two temporary lists Paths and Nodes are used to store the lists of root-to-node paths 
and XML nodes, respectively. Before starting the process of generating the XML stream 
for the quantum currentQuantum, these two lists are empty (Lines 7-8). In our proposed 
distribution scheme, it is assumed that paths in the index segment of a quantum cannot to be 
broken. However, in the case that the current quantum does not have enough space to store 
all of the XML nodes of the root-to-node path currentPath, some XML nodes having the 
root-to-node path currentPath will be distributed in the next quantum. Therefore, a boolean 
variable named BreakPathFlag is used to demonstrate that whether there is an XML node 
having the root-to-node path currentPath in the data segment of the next quantum or not. 
The default value of this variable is false (Line 14). If the quantum currentQuantum has 
enough space to place the root-to-node path currentPath (Line 15), the path currentPath is 
added to the list Paths (Line 16).  

 

XMLStreamGeneration Algorithm
Input: The path summary PS  from the XML tree T, All of the XML nodes in the XML tree T 
Output: A broadcast XML stream XS 
  
1. currentPath ; //currentPath is a temporary data structure to store the current root-to-node path in the 

path summary PS 
2. currentNode ; //currentNode is a temporary data structure to store the current XML node with the  

minimum preorder having the root-to-node path currentPath 
3. currentQuantum ; //currentQuantum is a temporary data structure to store the information of the  

current quantum in the current broadcast cycle 
4. XS ; 
5. while ( there is a quantum in the broadcast cycle) { 
6.      currentQuantum  the next quantum in the broadcast cycle; 
7.      Paths ; //Paths is a temporary list to store a set of root-to-node paths 
8.      Nodes ; //Nodes is a temporary list to store a set of XML nodes 
9.      If (there are some XML nodes from the previous quantum) { 
10.         Nodes  the remaining XML nodes of the previous quantum; 
11.    }//end if 

   while (there is still a root-to-node path in the path summary PS ) { 
 Fig. 11. XMLStreamGeneration algorithm. 
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12.         currentPath  the current root-to-node path in the path summary PS; 
13.         BreakPathFlag  false; 
14.         if (the quantum currentQuantum has enough space to place the root-to-node path cur-  

rentPath) { 
15.              Paths  Paths  {currentPath}; 
16.              if (the quantum currentQuantum  has enough space to place all of the XML nodes of  

the root-to-node path currentPath) {
17.                   Nodes  All of the XML nodes of the root-to-node path currentPath; 
18.              } else { 
19.                   BreakPathFlag  true; 
20.                   while (there is still an XML node having the root-to-node path currentPath) { 
21.                        currentNode  the current XML node having the root-to-node path cur-  

rentPath; 
22.                        BreakNodeFlag  false; 
23.                        if (the quantum currentQuantum has enough space to place the XML  

node currentNode) { 
24.                            Nodes  Nodes  {currentNode}; 
25.                        } else { 
26.                          BreakNodeFlag  true;     
27.                          Break the XML node currentNode and store some parts of the XML  

node currentNode in the Quantum currentQuantum and keep the re-  
maining parts of the XML node currentNode to be stored in the next 
quantum;  

28.                          Break; 
29.                        }//end if 
30.                     }//end while 
31.                     currentPath  the next root-to-node path in the path summary PS; 
32.                     Break; 
33.               }//end if 
34.          } else { 
35.               If (the quantum currentQuantum has some unused spaces) { 
36.                    Reduce the size of the quantum currentQuantum based on the unused spaces  

and add the reduced size to the size of the next quantum; 
37.               }//end if 
38.               Braek; 
39.         }//end if 
40.     }//end while       
41.     Generate the table quantum currentTableQuantum for the quantum currentQuantum based on     

the root-to-node paths in the list Paths and the XML nodes in the list Nodes; 
42.     Place the table quantum currentTableQunatum in the quantum currentQuantum; 
43.     Generate the index segment of the quantum currentQunatum based on the root-to-node paths of  

the list Paths; 
44.     Place the index segment in the quantum currentQuantum; 
45.     Generate the data segment of the quantum currentQunatum based on the XML nodes of the list Nodes; 
46.     Place the data segment in the quantum currentQuantum; 
47.     XS  XS  {currentQunatum}; 
48. }//end while 

Fig. 11. (Cont’d) XMLStreamGeneration algorithm. 
 

However, if the quantum currentQuantum does not have enough space to place the 
root-to-node path currentPath, the size of quantum currentQuantum is reduced and the 
unused space of the quantum currentQuantum is added to the size of the next quantum in 
the broadcast cycle (Lines 35-40). If the quantum currentQuantum has enough space to 
place all the XML nodes of the root-to-node path currentPath (Line 17), all the XML nodes 
of the root-to-node path currentPath are added to the list Nodes (Line 18). In the case that 
the quantum currentQuantum does not have enough space to place all the XML nodes of 
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the root-to-node path currentPath (Lines 19-34), the XML node currentNode is added to 
the list Nodes if the quantum currentQuantum has enough space to place the XML node 
currentNode (Lines 24-25). In the case that the quantum currentQuantum does not have 
enough space to place the XML node currentNode the XML node currentNode is broken 
and some parts of the XML node currentNode will be stored in the next quantum (Lines 
26-30). The boolean variable BreakNodeFlag is used to demonstrate that whether the 
XML node currentNode is broken or not (Line 27). The XMLStreamGeneration algo-
rithm generates the table quantum currentTableQuantum based on the root-to-node paths 
in the list Paths and the XML nodes in the list Nodes and then places it in the quantum 
currentQuantum (Lines 42-43). It also generates the index segment for the quantum 
currentQuantum based on the root-to-node paths in the list Paths and places it in the 
quantum currentQuantum (Lines 44-45). Then, the XMLStreamGeneration algorithm 
generates the data segment of the quantum currentQuantum based on the XML nodes in 
the list Nodes and places it in the quantum currentQuantum (Lines 46-47). Finally the 
quantum currentQuantum is added to the XML stream XS (Line 48). This process will be 
repeated for each quantum in the broadcast cycle in order to generate the final XML 
stream XS. 

4. XML QUERY PROCESSING OVER A WIRELESS BROADCAST 
CHANNEL 

To process simple path XML queries based on our proposed distribution scheme, 
the SimplePathXMLQueryProcessor algorithm is devised as shown in Fig. 12. Given a 
simple path XML query Q, the mobile client c tunes in to the broadcast channel and 
reads the current quantum (i.e. currentQuantum) from the current broadcast cycle (Line 
3). Then, it obtains the information of the table quantum from the quantum cur-
rentQuantum (Line 4). In the case that the last node name in the simple path XML query 
Q is equal to one of the node names in the table quantum tableQuantum (Line 5), there is 
this probability that this quantum (i.e. currentQunatum) contains the result of the simple 
path XML query Q. Therefore, the algorithm searches to find a path similar to the simple 
path XML quary Q (Lines 5-14). When the path is found (Line 15), the mobile client c 
checks the flag BREAK FLAG in the index segment of the quantum currentQuantum to 
determine that whether the data segment related to this path is broken or not. In the case 
that the value of the flag BREAK FLAG is false (Line 16), the mobile client c uses the 
field First Node Address of the path currentPath to jump forward to the first XML node 
satisfying the simple path XML query Q in the data segment of the quantum cur-
rentQunatum and download all the candidate XML nodes from the data segment of the 
quantum currentQunatum (Lines 17-23). If the simple path XML query Q contains 
predicate conditions at the text content and/or attribute vales, the algorithm checks the 
text content and/or attribute values and adds the node currentNode into the XML query 
results set R if the predicate conditions of the simple path XML query Q are satisfied 
(Lines 20-22). If the value of the flag BREAK FLAG is true, the mobile client c has to 
switch to doze mode until the XML node with the address First Node Address arrives on 
the air (Line 25). In the case that the value of the flag IS-BROKEN is true (Line 28), the 
mobile client c has to download the broken part of the node currentNode from the next 
quantum (Line 29). After downloading the content of node currentNode, the algorithm 
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checks the text content and/or attribute values of the node currentNode and adds it into 
the XML query results set R if the predicate conditions of the simple path XML query Q 
are satisfied (Lines 31-33). In the case that the last node name in the simple path XML 
query Q is not equal to the node names in the table quantum tableQuantum, the mobile 
client c has to switch to doze mode until the next quantum arrives on the air (Lines 
39-41). 

 
Example 3: Assume that the XML document illustrated in Fig. 2 is streamed and dis-
seminated over a broadcast channel as shown in Fig. 13. Now, assume that the mobile 
client c submits the simple path XML query Q = “/SigmodRecord/issue/articles/article/ 
title” on the air. The mobile client c first tunes in to the broadcast channel and downloads 
the table quantum of the first quantum. It then searches to find the node name “title” in 
the first table quantum since this node name is the last node name in the simple path 
XML query Q. Since the node name “title” is not in the table quantum of the first quan-
tum, the mobile client c switches to doze mode until the second quantum appears on the 
air. When the second quantum appears on the air, the mobile client c switches to active 
mode and downloads the table quantum of the second quantum. It then searches to find 
the node name “title” in the table quantum of the second quantum. The mobile client c 
finds the node name “title” in this table quantum. Therefore, there is this probability that 
the path similar to the simple path XML query Q is available in this quantum. Hence, the 
mobile client c downloads the paths in the index segment one after another and finds the 
path similar to the simple path XML query Q.  
 

SimplePathXMLQueryProcessor Algorithm 
Input: XML Stream XS, Simple Path XML Query Q 
Output: XML Query Results Set R 

 
1. R; 
2.   while (the XML Stream XS is not ended) { 
3.     currentQuantum  the next quantum in the current broadcast cycle; 
4.     tableQuantum  the table quantum of the quantum currentQuantum; 
5.     if (the last node name in the simple path XML query Q == one of the node names in the table   

  quantum tableQuantum) { 
6.          currentPath; 
7.          pathIsFound  false; 
8.           while (the index segment of the quantum currentQuantum is not ended){ 
9.                currentPath  the current path from the index segment of the quantum cur-  

rentQuantum; 
10.              if (the path currentPath == the XML Query Q) { 
11.                   pathIsFound  true; 
12.                   break; 
13.              }//end if 
14.         }//end while 
15.         if (the flag pathIsFound == true) { 
16.              if (the flag BREAK FLAG in the path currentPath == false) { 
17.                   Wait in doze mode until the XML node with the address First Node Ad-  

dress arrives on the air; 
18.                   while (there is a candidate XML node in the data segment of the quantum  

currentQuantum) { 
19.                        currentNode  the current node from the data segment of the  

quantum currentQuantum; 
20.                        if (the node currentNode satisfies the predicate condition in the  

Fig. 12. SimplePathXMLQueryProcessor algorithm. 
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Fig. 13. An example of a broadcast cycle with four quantum. 

XML query Q) {
21.                             R  R  {currentNode}; 
22.                        }//end if 
23.                   }//end while 
24.              } else { 
25.                   Wait in doze mode until the XML node with the address First Node Ad- 

dress arrives on the air; 
26.                   while (there is a candidate XML node in the data segment of the quantum  

currentQuantum) { 
27.                        currentNode  the current node from the data segment of the  

quantum currentQuantum; 
28.                        if (the flag IS-BROKEN in the node currentNode ==true) { 

                           currentNode currentNode  Retrieve the broken part of  
          the node currentNode from the next quantum; 
31.                        }//end if 
32.                        if (the node currentNode satisfies the predicate condition in the  

XML query Q) { 
33.                             R  R {currentNode}; 
34.                        }//end if 
35.                  }//end while 
36.         } //end if 
37.    } else { 
38.         Wait in doze mode until the next quantum arrives on the air; 
39.    } //end if 
40. } else { 
41.      Wait in doze mode until the next quantum arrives on the air; 
42. }//end if 
43. }//end while 

Fig. 12. (Cont’d) SimplePathXMLQueryProcessor algorithm. 
 

The First Quantum in the Broadcast Cycle: 
 
 
 
 
The Second Quantum in the Broadcast Cycle:  
 
 
 

Assume that the last node in the second quantum (i.e. node “title”) is broken and some parts of this 
node are placed in the third quantum. 
 
The Third Quantum in the Broadcast Cycle: 
 
 
 

Assume that the last node in the third quantum (i.e. node “endPage”) is broken and some parts of 
this node are placed in the fourth quantum. 

 
The Forth Quantum in the Broadcast Cycle: 
 
 

Metadata Segment: 274 5 12 SigmodRecord 5 issue 6 volume 6 number 8 articles 
Index Segment: Path1 Path2 Path3 Path4 Path5 
Data Segment: SigmodRecord issue issue volume volume number number articles articles 

Metadata Segment: 310 2 7 article 5 title 
Index Segment: Path6 Path7 
Data Segment: article article article title title title 

Metadata Segment: 292 3 7 authors 8 initPage 7 endPage 
Index Segment: Path8 Path9 Path10 
Data Segment: title authors authors authors initPage initPage initPage endpage endpage endpage 

Metadata Segment: 294 1 6 authors 
Index Segment: Path11 
Data Segment: endpage authors authors authors authors authors 
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By exploiting the field BREAK FLAG in the path which is similar to the simple 
path XML query Q, the mobile client c finds out that the data segment related to this path 
is broken. It also finds out the times that the candidate XML nodes are arrived on the air 
by exploiting the two fields First Node Address and Last Node Address in the path. The 
mobile client c switches to doze mode to conserve its battery power until the first candi-
date node at the time equals to the First Node Address appears on the air. When the first 
candidate node is arrived, the mobile client c switches to active mode and downloads the 
set of candidate XML nodes. When the content of the third candidate XML node is 
downloaded from the broadcast channel, mobile client c finds out that this node is bro-
ken. Therefore, the mobile client continues to download the broken part of the third can-
didate XML node from the next quantum until all parts of the content of the third candi-
date node are retrieved. 

In order to save the length of the paper, we omit to explain the process of XML 
querying in other type of XML queries. Refer to the proposed XML indexing method in 
[25] order to have more information. 

5. PERFORMANCE EVALUATION 

In this section, we evaluate the performance of our proposed distribution scheme in 
processing different types of XML queries by performing several experiments. All the 
experiments were conducted on a system with the Interl(R) Core(TM) i7 Q720 @1.60 
GHz processor and 3GB RAM running Windows 7 Ultimate where the server and client 
modules were implemented in Java. 

 
5.1 Experimental Setting 

 
We logically modeled the wireless stream as a binary file, where the broadcast 

server writes a byte stream on the file and the mobile clients read the file and process the 
XML queries. 

In our simulation model, we assumed that the broadcast bandwidth is fully utilized 
for XML data broadcasting. To measure the access time and tuning time, we considered 
only the activity of a mobile client since the activity of a mobile client does not affect the 
XML query processing performance at the other mobile clients. 

We assumed that the XML stream is broadcasted and accessed in units with a fixed 
size (i.e. buckets) and thus we measured the access time and tuning time in processing 
different types of XML queries by the number of buckets. A bucket is the smallest logi-
cal unit in a wireless broadcast channel. In the view of assumption that the network 
speed is fixed, the number of buckets can be converted into time since the elapsed time 
for reading a bucket is computed as the bucket size divided by the network speed [4]. To 
measure the performance variation based on the number of buckets, we used three dif-
ferent bucket sizes, 64, 128, and 256 bytes in our experiments. However, we only present 
the experimental results for the cases that the bucket size is set to 128 bytes since the 
experimental results are not dependent on the bucket size.  

To measure the performance variation based on the types of XML data sets, we 
used two XML data sets. Table 2 shows the characteristics of the XML data sets used in 
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our experiments. 
To measure the performance variation based on the types of XML queries, we used 

different types of XPath queries. The list of XPath queries used in our experiments is 
shown in Table 3. 

 
Table 2. XML data sets. 

Data Set Size (KB) Number of Ele-
ments 

Max 
Depth 

Max Fan 
Out 

Shakespeare 1,061 25,339 7 162 
Mondial 1,743 22,423 5 955 

 
Table 3. XPath query sets of the different XML data sets. 

XML Data Set 
Query 
Name 

XPath Expression 

Shakespeare 

SH1 /PLAYS/PLAY/ACT 
SH2 /PLAYS/PLAY/PERSONAE/PGROUP 
SH3 /PLAYS/PLAY/ACT/EPILOGUE/SPEECH/SPEAKER 
SH4 /PLAYS/PLAY/ACT/EPILOGUE/TITLE[text()="EPILOGUE"] 
SH5 /PLAYS/PLAY/ACT/SCENE/SPEECH/STAGEDIR[@SPEAKER="BERTRAM"] 
SH6 /PLAYS/*/ACT[SCENE/SPEECH/SPEAKER/text()="MARK ANTONY"] 
SH7 /PLAYS/*/ACT[SCENE/SPEECH/SPEAKER/text()="MARK ANTONY"]/*/TITLE 
SH8 /PLAYS/*/ACT[SCENE/SPEECH/SPEAKER/text()="MARK ANTONY"]/*//LINE 

Mondial 

MO1 /mondial/country/religions 
MO2 /mondial/country/city/name 
MO3 /mondial/country/province/city/population 
MO4 /mondial/country/name[text()="France"] 
MO5 /mondial/country/province/city[@country="f0_418"] 
MO6 /mondial/country/*/city[population] 
MO7 /mondial/country/*/city[population]/name 
MO8 /mondial/country/*/city[population]//name 

 

Table 4. Initial quantum sizes of the different XML data sets. 
Data Set Initial Quantum Size 

Shakespeare 196 388 31501 
Mondial 492 966 28648 

 

In our experiments, we only applied our proposed distribution scheme to the XML 
indexing method proposed in [25] since our proposed distribution scheme is proposed 
for this XML indexing method. We implemented our proposed distribution scheme by 
dividing each broadcast cycle to a set of quantums. To measure the performance varia-
tion based on the size of quantums in a broadcast cycle, we used three different initial 
quantum sizes for each XML data set. The list of initial quantum sizes for each XML 
data set in our experiments is shown in Table 4. 

We implemented six different indexing methods that are OSA, TSA, SPA, DIX, C- 
DIX, and PS+Pre/Post. The OSA, TSA, and SPA methods are the wireless XML stream- 
ing methods in the S-Node approach proposed by [23]. The DIX and C-DIX methods are 
the distributed XML indexing methods proposed by [13]. The PS+Pre/Post method is the 
XML indexing method proposed in [25]. It should be noted that the five indexing meth-
ods OSA, TSA, SPA, DIX, and C-DIX cannot process the twig pattern XML queries 
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having wildcards, descendant axes, and predicate conditions. 
The performance metrics used in our experiments were the access time ratio and the 

tuning time ratio. They are defined as follows: 

Access Time Ratio = (Number of buckets to read in the XML stream from the 
moment a query is submitted to the moment the query results are retrieved) / (Total 
number of buckets in the XML stream)100. (2) 

Tuning Time Ratio = (Number of buckets to read in the XML stream when the 
mobile client is in the active mode) / (Total number of buckets in the XML 
Stream)100.    (3) 

 
5.2 Experimental Results on Access Time 

 
Figs. 14 and 15 show the ratio of access time in processing the different types of 

XML queries on the different XML data sets. As shown in Figs. 14 (a) and 15 (a), the 
ratio of access time in our proposed distribution scheme with the different initial quan-
tum sizes is less than the ratio of access time in the OSA, TSA, SPA, DIX, C-DIX in-
dexing methods for the XML queries with the query types 1, 2, 3, 4, and 5. It means that 
the performance of XML querying in our proposed distribution scheme is better than the 
performance of XML querying in the OSA, TSA, SPA, DIX, C-DIX indexing methods 
in terms of access time.  

 

 
Fig. 14. (a) Access time ratio on the Shakespeare data set for the XML queries with the query types 1-5. 
 

 
Fig. 14. (b) Access time ratio on the Shakespeare data set for the XML queries with the query types 6-8. 
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Fig. 15. (a) Access time ratio on the Mondial data set for the XML queries with the query types 1-5. 

 

 
Fig. 15. (b) Access time ratio on the Mondial data set for the XML queries with the query types 6-8. 
 

Also, as shown in Figs. 14 (a), (b) and 15 (a), (b), the ratio of access time in our 
proposed distribution scheme with the different initial quantum sizes is almost equal to 
the ratio of access time in the PS+Pre/Post indexing method. It means that:  

 
1. The quantum size in a broadcast cycle does not affect the ratio of access time.  
2. Our proposed distribution scheme does not degrade the performance of XML query-

ing at the mobile clients in term of access time. 
 

Although the performance of XML querying in terms of access time in our pro-
posed distribution scheme and the PS+Pre/Post indexing method are almost equal but the 
index information in the PS+Pre/Post indexing method is disseminated at the first part of 
a broadcast cycle. It means that mobile clients which tune in to the broadcast channel 
after the index information is disseminated over the broadcast channel must wait until the 
next broadcast cycle beings. This waiting time increases the access time (Refer to Exam-
ple 1). However, in our proposed distribution scheme, the partial and relevant parts of 
the index information and the XML data are distributed in the current broadcast cycle in 
such a way that mobile clients can process XML queries without exploiting the XML 
stream at the beginning of the next broadcast cycle. This is the advantage of our pro-
posed distribution scheme compared to the PS+Pre/Post indexing method. 
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5.3 Experimental Results on Tuning Time 
 
Figs. 16 and 17 show the ratio of tuning time in processing the different types of 

XML queries on the different XML data sets. As shown in Figs. 16 (a) and 17 (a), the 
ratio of tuning time in our proposed distribution scheme with the different initial quan-
tum sizes is less than the ratio of tuning time in the OSA, TSA, SPA, DIX, C-DIX in-
dexing methods for the XML queries with the query types 1, 2, 3, 4, and 5. It means that 
the performance of XML querying in our proposed distribution scheme is better than the 
performance of XML querying in the OSA, TSA, SPA, DIX, C-DIX indexing methods 
in terms of tuning time.  

 

 
Fig. 16. (a) Tuning time ratio on the Shakespeare data set for the XML queries with the query types 1-5. 
 

 
Fig. 16. (b) Tuning time ratio on the Shakespeare data set for the XML queries with the query types 6-8. 

 

 
Fig. 17. (a) Tuning time ratio on the Mondial data set for the XML queries with the query types 1-5. 
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Fig. 17. (b) Tuning time ratio on the Mondial data set for the XML queries with the query types 6-8. 

 

As shown in Figs. 16 (a), (b) and 17 (a), (b), the ratio of tuning time in our proposed 
distribution scheme with the different initial quantum sizes is almost equal to the ratio of 
tuning time in the PS+Pre/Post indexing method. It means that: 

  
1. The quantum size in a broadcast cycle does not affect the ratio of tuning time.  
2. Our proposed distribution scheme does not degrade the performance of XML query-

ing at the mobile clients in term of tuning time. 
 
Although the performance of XML querying in terms of tuning time in our pro-

posed distribution scheme and the PS+Pre/Post indexing method are almost equal but the 
index information in the PS+Pre/Post indexing method is disseminated at the first part of 
a broadcast cycle. It means that mobile clients which tune in to the broadcast channel 
after the index information is disseminated over the broadcast channel must wait until the 
next broadcast cycle beings. This waiting time increases the access time (Refer to Exam-
ple 1). However, in our proposed distribution scheme, the partial and relevant parts of 
the index information and the XML data are distributed in the current broadcast cycle in 
such a way that mobile clients can process XML queries without exploiting the XML 
stream at the beginning of the next broadcast cycle. This is the advantage of our pro-
posed distribution scheme compared to the PS+Pre/Post indexing method. 

7. CONCLUSION AND FUTURE WORKS 

In this paper, we proposed a new XML index and data distribution scheme for the 
XML indexing method proposed in [25] by partially partitioning both the XML indexes 
and data and then distributing them into suitable positions over a broadcast channel. We 
also devised an algorithm to generate a wireless XML stream based on our proposed 
distribution scheme. In addition, we devised algorithms to process different types of 
XML queries over a broadcast channel based on our proposed distribution scheme. By 
performing several experiment using different XML data sets, we demonstrated that our 
proposed distribution scheme does not degrade the performance of XML querying at the 
mobile clients in terms of access time and tuning time. 
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In the future, we intend to investigate other issues which are not considered in this 
paper. First, we attempt to propose a caching strategy for mobile clients in order to im-
prove the performance of XML query processing in terms of access time. Second, we at- 
tempt to propose a novel XML data placement scheme over multiple wireless broadcast 
channels in the case that the broadcast channels have different bandwidths and error rates. 
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